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ABSTRACT

The diversity of platforms on the smart phones market, including the large number of operating systems that use different technologies, engenders a fragmentation, ie, the IOS environment / Objective-C for iPhone and iPad, Java SDK for Android, J2ME for Symbian, etc. This fragmentation, make the mobile applications development quite difficult and very expensive. Recognizing the importance of defragmentation and wanting to optimize the design process of mobile applications, cross-platform development could be a good solution to this problematic. Several approaches exist to address the cross-platform development, each responding to a variety of issues. The choice of a cross-platform development approach depends mainly on two things: to know what type of mobile application should be directed, and or targeted platforms. In addition to this, follow a models-based approach is one of our goals, this article describes the solution adopted for the realization of a multi-platform development framework while relying on models, and therefore go beyond current approaches.
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1 INTRODUCTION

Currently, in the world of new technologies of information and communication, smart phones and tablets become ubiquitous. Moreover, we can't talk without speaking about Smart phones mobile applications. Making a mobile application becomes a strategic issue for companies; as a result, the market for mobile applications has not finished growing.

For a moment the mobile market has been dominated by Apple but the replica of the open source community has been swift. Thus under the leadership of Google, the Android free operating system was introduced. According to current polls, Android is the first mobile operating system followed by Apple's iOS and others such as Symbian, RIM etc. Android has seen a huge variation in almost everything: screen size, resolution, processor speed, memory, functions and OS version.

The diversity that exists in the mobile area, especially the large number of operating systems that use different technologies, however, creates a “fragmentation: environment IOS/ Objective-C for the iPhone and iPad, Android SDK specific Java, J2ME for Symbian etc…”.

Recognizing the importance of defragmentation and wanting to optimize the design process of mobile applications, the idea of developing a single application that works everywhere (or almost everywhere) became a goal that was much more difficult to achieve - but remains as attractive as ever.

In this research work we will start by presenting the cross-platform development, then move on to the different types of mobile applications, and then define and explain the different approaches used in the cross-platform development, in order to achieve a comparison between these approaches that allows us to identify the strong and weak points of each one. We will present our results in the form of a comparative table taking into consideration several criteria.

These benchmarks have shown that the choice of a cross-platform development approach depends mainly on two things: to know what type of mobile application should be directed, and or targeted
platforms. In the last section of this article we describe the solution adopted for the realization of multi-platform development framework while relying on models, since models driven software engineering is the future of applications.

2 MULTIPLATFORM DEVELOPMENT

Carry a mobile application is not an easy task, the current multiplicity of devices and ergonomic differences between them transform how design and develop applications. Each major smart phone platform or personal computer has its own programming language, its own set of APIs, its own development environment and its own app store. This diversity has given rise to the cross-platform development that allows using the same code to deploy an application on multiple platforms (iOS, Android, BlackBerry, Windows Phone), and thus avoid having to develop the same application in multiple copies, each time in different languages.

Indeed, the ability to deploy software to multiple environments don’t only save time (time to replicate the code for each target platform) but save also resources (cost of production). In addition, a significant gain comes from the notion of cross-platform development: The applications maintenance.

3 MOBILE APPLICATIONS TYPES

All studies converge: mobile devices, smart phones and tablets are becoming the main access points to the Internet. Offer a mobile applications becomes a strategic issue for companies, result, the market for mobile applications has not finished growing. The current constraint faced by these companies in their entry into the mobile world is the choice of the strategy to cope with the variety of existing platforms before embarking on the creation of a mobile application, it's recommended to define the most appropriate type of solution according to the content type or the service to implement. In the mobile world, applications can be broken down into three types: native, hybrid and web app.

3.1 Native or embedded applications

A native application is based on the targeted platform language which makes it strongly related to the programming language that supports the platform. Applications thus created are then downloaded from a platform dedicated system, usually Apple Store and Android Market, and App Store application types can be launched as separate software. These applications take advantage of the power and possibilities of the mobile phone. [1][10]

3.2 Web or connected applications (Web Apps)

These application types function as web sites. Indeed, you can access these applications via the web browser of the mobile device. They are however not available via apps blinks manufacturers. These applications are built entirely with web language and work with all mobile browsers.

The disadvantage of this approach is that compared to native apps, they cannot, however, take full advantage of the graphics capabilities of the devices, and they cannot even use all the functions of local terminals (calendar, etc. directory.) And generally requires an internet connection. [1][10]

3.3 Hybrid or synchronized applications

The hybrid applications are born there a few years ago with frameworks like PhoneGap or Titanium. They are an ideal way to bring the advantages of web and native approaches (this is a mixture of native code and display HTML view / JavaScript). The principle is to provide a way to deliver applications that run locally with web technologies returned via the web rendering engine, and taking advantage of local hardware capabilities such as GPS, camera, etc... As web apps, they are immediately compatible on all platforms. There is no need to redevelop the application each time. As native apps, they can also be downloaded from the app stores and manufacturers are available on the device as a complete application. Ergonomics and graphic rendering of the application is also closer to the native apps (web application running inside a thin native package that provides a gateway to the operating system). [1]

The chart below gives you a quick overview of the pros and cons of choosing between Native, Hybrid or Web applications. In this table can be observed that Hybrid solution is the most appropriated for cross platform development, developers can achieve the best of both worlds, since Hybrid solutions offers a balance between the flexibility of web apps, and the functionality of native apps, without forgetting the ability to work across multiple device types and platforms, whilst also leveraging the capabilities of the mobile device hardware.
4 CROSS-PLATFORM DEVELOPMENT APPROACHES

4.1 “Runtime” approach

“Runtime” or “scripted” approach allows taking advantage of cross-platform functionality through the use of a scripting language. There are many such tools on the market the main difference between them is the choice of the used language [2].

In this approach, the application developer writes the application using the selected scripting language [2], which can be JavaScript, Lua or Ruby. The multiplatform development tool takes the scripts as is, and copy the installation package without modification. At the same time, the tool adds also a copy of the script language interpreter in the same package, and puts everything in a package (the result is often called a "native" application). So to work on multiple platforms it must provide a specific version of the interpreter for each supported platform. [11]

4.2 “Source Code Translators” approach

This approach is also called "Byte code approach", it consists of the source code translation (Cross-compilation) to an intermediate byte code, native language (C + +, Objective-C, JavaScript ...) or directly to the assembler (machine code). It is always used with a performance element (Runtime).

This approach is so similar to the previous approach (the scripted approach), the only difference is the addition of the byte code compilation step. [2][11]

4.3 “Web-to-native wrapper” approach

This approach is also called "The embedded web browser approach", it represents a solution to create a native application with web technologies (HTML5, CSS and JavaScript). The web code is packaged with libraries linking it with the native functionality of the application all within an envelope of native application [3], which allows the application to use the platform capacity beyond those normally incurred by the browser (notifications, accelerometer, compass, geotagging ...). [2][9][11]

4.4 “App Factory” approach

It consists of visual design tools allowing users to develop their applications without code to quickly build simple mobile applications. [3]

This approach is dedicated to non-developers or people who want to develop simple applications without worrying about programming [3].

4.5 “JavaScript frameworks” approach

These are libraries (registers) for code designed to accelerate web development tasks such as managing complex tactile interactions, cross-browser user interfaces or management games sprites [1 creation ]. The use of these frameworks allows a developer to do more with less code by chaining, and can accelerate the development process by using the code that already exists. [4][6][10]

Examples of JavaScript Frameworks: jQuery Mobile, SenchaTouch, Cocos2D, DHTMLX Touch, ZeptoJS, Impact.js, iUIlet Wink.

5 ANALYSYS AND COMPARISON

This section will emphasize the differences between the approaches of cross platform development previously described. The factors considered to analyze and compare these approaches were: the targeted public, types of resulting app, programming language and the pros and cons of each approach.

Table 2 summarizes the result obtained after comparing the different approaches of cross platform mobile development.

As can be seen in this latter, Hybrid is the most appropriated solution for cross platform development. In table 2 can be observed that only two approaches allow us to create hybrid applications namely “App factories” and “Web-to-native wrapper”. We can’t choose “App factories” since it consist in visual tools that allow users to develop their app without code, in other words this approach is dedicated to non-developers or people who want to develop simple applications without worrying about programming. So the web to native wrapper approach is the most appropriate for this type of application, but it has many limitations and we do
not capitalize on the functional of the application regardless of the technical concerns to facilitate migration.

Another approach exists which is the MDA approach, whose the objective is to recover the functional application code to facilitate conversion to another platform. In other words, we must capitalize on the functional application regardless of technical concerns (business) in order to facilitate migration, the MDA approach had good return for application development business and bring a lot to the mobile applications.

<table>
<thead>
<tr>
<th>Table 2: Comparison between approaches</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Approach</strong></td>
</tr>
<tr>
<td>-----------</td>
</tr>
<tr>
<td>Runtime</td>
</tr>
<tr>
<td>Source Code Translators</td>
</tr>
<tr>
<td>Web-to-native wrapper</td>
</tr>
<tr>
<td>App factories</td>
</tr>
<tr>
<td>Javascript frameworks</td>
</tr>
</tbody>
</table>

After the procedural technology, object technology and component technology, the MDA (Model Driven Architecture) approach is a process-driven engineering models [5][8] (or MDE for Model Driven Engineering).

The MDA approach distinguishes two main aspects in the development process of an application; the business aspect is the functionality of the application and the technical aspect which represents the technology implementation of the application. Every aspect is expressed by a set of models that convey the information needed to generate the source code of the application. We move from a contemplative view models to a productive view.

The principle key of MDA is the use of models at different phases of the development cycle of an application. Three levels of models representing the levels of abstraction of the application, (CIM models requirement), the PIM (analysis and design) and PSM (code):

Computational Independent Model-CIM Model: This is the job or the application field model, it helps to represent what the system should do exactly. [5]

Platform Independent Model-PIM Model: A computer model that represents a partial view of a CIM. This is the analysis and design of the application model (represents the business logic of the system). [5]

Platform Specific Model-PSM Model: model that most closely matches the final application code. PSM is a model code that describes the implementation of an application on a particular platform; it is bound to an execution platform. [5]
Another model exists but is rarely used, it is the PM that describes the structure and technical functions related to an execution platform (file systems, memory, BDD ...) and explain how to use them. The PM is associated with the PIM for the PSM.

Model transformations recommended by MDA are essentially the CIM to PIM and PIM to PSM transformations. Code generation from the PSM is, in turn, not considered as a model transformation in itself.

EMODE [8] is an example of tools using the MDA approach.

6 MULTI-PLATFORM DEVELOPMENT BASED ON MDA APPROACH

In this section we describe the approach taken to make a cross-platform mobile development framework.

After evaluating different approaches to cross-platform mobile development it turned out that the choice of a development approach depends mainly on two things: to know what type of mobile application should be directed, and or targeted platforms.

Following a multi-platform development approach based on models is among our goals, since it is the future of applications. The MDA approach responds well to our need, its key principle consists of the use of models in the various phases of the application development cycle as explained in the previous section.

6.1 Application of MDA approach

MDA believes that the analysis and design models must be independent of any implementation platform, whether J2EE, .Net, PHP, etc.

In this research work we will first create a simple application for different platforms. We begin for example by such platforms, Android, Windows Phone 7 and Windows Phone 8. Once completed, we will take time to study the software architecture of each application separately, since each has its own characteristics.

Taking for example the configuration files generated by each platform, an Android application declares its parameters and its activities in the AndroidManifest.xml file while Windows Phone 7 does in WMApPManifest.xml.

The figure below shows the file structure of Android and Windows Phone 7 applications.

Develop a model following the study of the software architecture of each platform is the first step to do. From these, make a general meta-model.

In our research work we will use UML (Unified Modeling Language), as it is recommended by the MDA approach as the language to use to carry out analysis and design models that are independent of implementation platforms.

This latter is considered stable and semantics is widely shared. In addition, the OMG only advocate the use of UML. It is thus not definitively connected with this language. If tomorrow a new language appears to replace UML, it will be always possible to transform UML models to this new language.

The MDA approach will allow us to automatically generating source code from a UML modeling and this through a models transformation, as shown in the following figure.
Based on the main types of models offered by the MDA approach, the main idea is to establish a model PIM (Platform Independent Model) according to business logic independently of the implementation technology, this latter will be transformed into PSM (Platform Specific Model) by model transformation and ultimately generate the executable code for the target platform.

Knowing that the models are an abstract entity which doesn’t require computer representation to exist, MDA using the models for the purpose of productivity, it is however necessary they have concrete representations in order to be handled by computer.

Two different ways are defined by MDA to represent models by computer, in the form of textual documents or programming objects.

6.1.1 Representation in the form of programming objects

A representation in the form of programming objects is more suited to computer manipulation (transformation, execution, validation, etc.).

The JMI (Java Metadata Interface) standard and EMF (Eclipse Modeling Framework) Framework define how to represent models as Java objects.

6.1.2 Representation as textual documents

This representation is more suited to the storage of templates on hard disk or the exchange of models between applications.

The XMI (XML Metadata Interchange) standard defines how to represent the models in the form of XML document, and this is the standard that will be used in our research work. The principle of operation of this latter is to automatically generate the structure of representation formats of models from their meta-model.

6.2 XMI applied to UML

Applying XMI to UML enables the automatic generation of a DTD that allows represent UML models as XML documents. In other words, to represent the model in the form of XML document, XMI generates its DTD from the meta-model of the model. The XML document that defines the model is structured by the DTD generated.

The figure below illustrates the transformation of a model described in UML to an XML document from an XMI definition.

7 CONCLUSION

Throughout this work, we are interested in mobile platform development. This allowed us to approach the problem of platform fragmentation, which was the heart of the subject. Therefore, we discussed the different mobile applications types and the mobile cross-platform development approaches.
In the context of developing a mobile application for several platforms and/or different form factors, we should be carefully analyzing the needs and objectives of the application that we want to develop. We should know what mobile application type we target at, and which approach to use.

The study through a comparison of mobile cross-platform development approaches, made us able to understand each approach, and so we can say that the choice of which approach to use depends on three factors, our programming habits (JavaScript for PhoneGap, Titanium and Ruby, Rhodes), the importance of having an application that appears native and or OS that we touch (iOS, Android ...). Aside from these factors, choosing a model-based approach is another factor that comes to be added to previous.

The MDA approach responds well to these factors there, and this is the approach best suited for the realization of a cross-platform development framework.

Studying in detail the software architecture of different platforms to target, in order to emerge a meta-model from UML models realized for each platform, will be subject to a new research work.
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